1.DOWNLOAD THE DATA SET

!unzip '/content/drive/MyDrive/Flowers-Dataset.zip'

2.IMAGE AUGMENTATION

from tensorflow.keras.preprocessing.image import ImageDataGenerator

train\_datagen=ImageDataGenerator(rescale=1./255, zoom\_range=0.2, horizontal\_flip=True) test\_datagen=ImageDataGenerator(rescale=1./255)

xtrain=train\_datagen.flow\_from\_directory('/content/flowers', target\_size=(76,76), class\_mode='categorical', batch\_size=100) Found 4317 images belonging to 5 classes.

xtest=test\_datagen.flow\_from\_directory('/content/flowers', target\_size=(76,76), class\_mode='categorical', batch\_size=100) Found 4317 images belonging to 5 classes.

3.CREAT MODEL

from tensorflow.keras.models import Sequential

from tensorflow.keras.layers import Convolution2D,MaxPool2D,Flatten,Dense

4.ADD LAYERS

model=Sequential() model.add(Convolution2D(32,

(3,3),activation='relu',input\_shape=(76,76,3))) model.add(MaxPool2D(pool\_size=(2,2))) model.add(Flatten())

model.add(Dense(300,activation='relu')) model.add(Dense(150,activation='relu')) model.add(Dense(4,activation='softmax'))

5.COMPILE THE MODEL

model.compile(optimizer='adam',loss='categorical\_crossentropy',metrics =['accuracy'])

6.FIT THE MODEL

model.fit\_generator(xtrain,

steps\_per\_epoch= len (xtrain), epochs= 10, validation\_data=xtest, validation\_steps= len (xtest))

1. SAVE THE MODEL model.save('flowers.h5')

8.TESTING THE MODEL

testing 1

from tensorflow.keras.preprocessing import image import numpy as np

img=image.load\_img('/content/flowers/daisy/ 10140303196\_b88d3d6cec.jpg',target\_size=(76,76)) img

![](data:image/jpeg;base64,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)

x=image.img\_to\_array(img) x

x=np.expand\_dims(x,axis=0) pred=np.argmax(model.predict(x)) pred

op=['daisy','dandelion','rose','sunflower','tulip'] op[pred]

{"type":"string"}

testing 2

img=image.load\_img('/content/flowers/rose/ 10503217854\_e66a804309.jpg',target\_size=(76,76)) img

![](data:image/jpeg;base64,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)

x=image.img\_to\_array(img) x

x=np.expand\_dims(x,axis=0) pred=np.argmax(model.predict(x)) pred

op=['daisy','dandelion','rose','sunflower','tulip'] op[pred]
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testing 3

img=image.load\_img('/content/flowers/sunflower/ 1022552002\_2b93faf9e7\_n.jpg',target\_size=(76,76)) img
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x=image.img\_to\_array(img) x

x=np.expand\_dims(x,axis=0) pred=np.argmax(model.predict(x)) pred

op=['daisy','dandelion','rose','sunflower','tulip'] op[pred]

{"type":"string"}